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**Aim:-**

# Developing Best first search and A\* Algorithm for real world problems

# Flow of the program:-

Pseudocode:

Best-First-Search(Graph g, Node start)

1. Create an empty PriorityQueue PriorityQueue **pq**;
2. Insert "start" in pq. pq.insert(start)
3. Until PriorityQueue is empty u = PriorityQueue.DeleteMin If u is the goal

Exit Else

Foreach neighbor v of u If v "Unvisited"

Mark v "Visited" pq.insert(v)

Mark u "Examined" End procedure

**CODE:-**

#include <bits/stdc++.h>

using namespace std;

typedef pair<int, int> pi;

vector<vector<pi> > graph;

void addedge(int x, int y, int cost)

{

graph[x].push\_back(make\_pair(cost, y));

graph[y].push\_back(make\_pair(cost, x));

}

void best\_first\_search(int source, int target, int n)

{

vector<bool> visited(n, false);

priority\_queue<pi, vector<pi>, greater<pi> > pq;

pq.push(make\_pair(0, source));

int s = source;

visited[s] = true;

while (!pq.empty()) {

int x = pq.top().second;

cout << x << " ";

pq.pop();

if (x == target)

break;

for (int i = 0; i < graph[x].size(); i++) {

if (!visited[graph[x][i].second]) {

visited[graph[x][i].second] = true;

pq.push(make\_pair(graph[x][i].first,graph[x][i].second));

}

}

}

}

int main()

{

int v = 14;

graph.resize(v);

addedge(0, 1, 3);

addedge(0, 2, 6);

addedge(0, 3, 5);

addedge(1, 4, 9);

addedge(1, 5, 8);

addedge(2, 6, 12);

addedge(2, 7, 14);

addedge(3, 8, 7);

addedge(8, 9, 5);

addedge(8, 10, 6);

addedge(9, 11, 1);

addedge(9, 12, 10);

addedge(9, 13, 2);

int source = 0;

int target = 9;

best\_first\_search(source, target, v);

return 0;

}

**OUTPUT:-**

*![](data:image/png;base64,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)*

Developing A\* algorithm

**Code:**

#include <bits/stdc++.h>

using namespace std;

#define ROW 9

#define COL 10

typedef pair<int, int> Pair;

typedef pair<double, pair<int, int> > pPair;

struct cell {

int parent\_i, parent\_j;

double f, g, h;

};

bool isValid(int row, int col)

{

return (row >= 0) && (row < ROW) && (col >= 0)

&& (col < COL);

}

bool isUnBlocked(int grid[][COL], int row, int col)

{

if (grid[row][col] == 1)

return (true);

else

return (false);

}

bool isDestination(int row, int col, Pair dest)

{

if (row == dest.first && col == dest.second)

return (true);

else

return (false);

}

double calculateHValue(int row, int col, Pair dest)

{

return ((double)sqrt(

(row - dest.first) \* (row - dest.first)

+ (col - dest.second) \* (col - dest.second)));

}

void tracePath(cell cellDetails[][COL], Pair dest)

{

printf("\nThe Path is ");

int row = dest.first;

int col = dest.second;

stack<Pair> Path;

while (!(cellDetails[row][col].parent\_i == row

&& cellDetails[row][col].parent\_j == col)) {

Path.push(make\_pair(row, col));

int temp\_row = cellDetails[row][col].parent\_i;

int temp\_col = cellDetails[row][col].parent\_j;

row = temp\_row;

col = temp\_col;

}

Path.push(make\_pair(row, col));

while (!Path.empty()) {

pair<int, int> p = Path.top();

Path.pop();

printf("-> (%d,%d) ", p.first, p.second);

}

return;

}

void aStarSearch(int grid[][COL], Pair src, Pair dest)

{

if (isValid(src.first, src.second) == false) {

printf("Source is invalid\n");

return;

}

if (isValid(dest.first, dest.second) == false) {

printf("Destination is invalid\n");

return;

}

if (isUnBlocked(grid, src.first, src.second) == false

|| isUnBlocked(grid, dest.first, dest.second)

== false) {

printf("Source or the destination is blocked\n");

return;

}

if (isDestination(src.first, src.second, dest)

== true) {

printf("We are already at the destination\n");

return;

}

bool closedList[ROW][COL];

memset(closedList, false, sizeof(closedList));

cell cellDetails[ROW][COL];

int i, j;

for (i = 0; i < ROW; i++) {

for (j = 0; j < COL; j++) {

cellDetails[i][j].f = FLT\_MAX;

cellDetails[i][j].g = FLT\_MAX;

cellDetails[i][j].h = FLT\_MAX;

cellDetails[i][j].parent\_i = -1;

cellDetails[i][j].parent\_j = -1;

}

}

i = src.first, j = src.second;

cellDetails[i][j].f = 0.0;

cellDetails[i][j].g = 0.0;

cellDetails[i][j].h = 0.0;

cellDetails[i][j].parent\_i = i;

cellDetails[i][j].parent\_j = j;

set<pPair> openList;

openList.insert(make\_pair(0.0, make\_pair(i, j)));

bool foundDest = false;

while (!openList.empty()) {

pPair p = \*openList.begin();

// Remove this vertex from the open list

openList.erase(openList.begin());

// Add this vertex to the closed list

i = p.second.first;

j = p.second.second;

closedList[i][j] = true;

double gNew, hNew, fNew;

if (isValid(i - 1, j) == true) {

if (isDestination(i - 1, j, dest) == true) {

cellDetails[i - 1][j].parent\_i = i;

cellDetails[i - 1][j].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i - 1][j] == false

&& isUnBlocked(grid, i - 1, j)

== true) {

gNew = cellDetails[i][j].g + 1.0;

hNew = calculateHValue(i - 1, j, dest);

fNew = gNew + hNew;

if (cellDetails[i - 1][j].f == FLT\_MAX

|| cellDetails[i - 1][j].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i - 1, j)));

cellDetails[i - 1][j].f = fNew;

cellDetails[i - 1][j].g = gNew;

cellDetails[i - 1][j].h = hNew;

cellDetails[i - 1][j].parent\_i = i;

cellDetails[i - 1][j].parent\_j = j;

}

}

}

if (isValid(i + 1, j) == true) {

if (isDestination(i + 1, j, dest) == true) {

cellDetails[i + 1][j].parent\_i = i;

cellDetails[i + 1][j].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i + 1][j] == false

&& isUnBlocked(grid, i + 1, j)

== true) {

gNew = cellDetails[i][j].g + 1.0;

hNew = calculateHValue(i + 1, j, dest);

fNew = gNew + hNew;

if (cellDetails[i + 1][j].f == FLT\_MAX

|| cellDetails[i + 1][j].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i + 1, j)));

cellDetails[i + 1][j].f = fNew;

cellDetails[i + 1][j].g = gNew;

cellDetails[i + 1][j].h = hNew;

cellDetails[i + 1][j].parent\_i = i;

cellDetails[i + 1][j].parent\_j = j;

}

}

}

if (isValid(i, j + 1) == true) {

if (isDestination(i, j + 1, dest) == true) {

cellDetails[i][j + 1].parent\_i = i;

cellDetails[i][j + 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i][j + 1] == false

&& isUnBlocked(grid, i, j + 1)

== true) {

gNew = cellDetails[i][j].g + 1.0;

hNew = calculateHValue(i, j + 1, dest);

fNew = gNew + hNew;

if (cellDetails[i][j + 1].f == FLT\_MAX

|| cellDetails[i][j + 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i, j + 1)));

cellDetails[i][j + 1].f = fNew;

cellDetails[i][j + 1].g = gNew;

cellDetails[i][j + 1].h = hNew;

cellDetails[i][j + 1].parent\_i = i;

cellDetails[i][j + 1].parent\_j = j;

}

}

}

if (isValid(i, j - 1) == true) {

if (isDestination(i, j - 1, dest) == true) {

cellDetails[i][j - 1].parent\_i = i;

cellDetails[i][j - 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i][j - 1] == false

&& isUnBlocked(grid, i, j - 1)

== true) {

gNew = cellDetails[i][j].g + 1.0;

hNew = calculateHValue(i, j - 1, dest);

fNew = gNew + hNew;

if (cellDetails[i][j - 1].f == FLT\_MAX

|| cellDetails[i][j - 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i, j - 1)));

cellDetails[i][j - 1].f = fNew;

cellDetails[i][j - 1].g = gNew;

cellDetails[i][j - 1].h = hNew;

cellDetails[i][j - 1].parent\_i = i;

cellDetails[i][j - 1].parent\_j = j;

}

}

}

if (isValid(i - 1, j + 1) == true) {

if (isDestination(i - 1, j + 1, dest) == true) {

cellDetails[i - 1][j + 1].parent\_i = i;

cellDetails[i - 1][j + 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i - 1][j + 1] == false

&& isUnBlocked(grid, i - 1, j + 1)

== true) {

gNew = cellDetails[i][j].g + 1.414;

hNew = calculateHValue(i - 1, j + 1, dest);

fNew = gNew + hNew;

if (cellDetails[i - 1][j + 1].f == FLT\_MAX

|| cellDetails[i - 1][j + 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i - 1, j + 1)));

cellDetails[i - 1][j + 1].f = fNew;

cellDetails[i - 1][j + 1].g = gNew;

cellDetails[i - 1][j + 1].h = hNew;

cellDetails[i - 1][j + 1].parent\_i = i;

cellDetails[i - 1][j + 1].parent\_j = j;

}

}

}

if (isValid(i - 1, j - 1) == true) {

if (isDestination(i - 1, j - 1, dest) == true) {

cellDetails[i - 1][j - 1].parent\_i = i;

cellDetails[i - 1][j - 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i - 1][j - 1] == false

&& isUnBlocked(grid, i - 1, j - 1)

== true) {

gNew = cellDetails[i][j].g + 1.414;

hNew = calculateHValue(i - 1, j - 1, dest);

fNew = gNew + hNew;

if (cellDetails[i - 1][j - 1].f == FLT\_MAX

|| cellDetails[i - 1][j - 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i - 1, j - 1)));

cellDetails[i - 1][j - 1].f = fNew;

cellDetails[i - 1][j - 1].g = gNew;

cellDetails[i - 1][j - 1].h = hNew;

cellDetails[i - 1][j - 1].parent\_i = i;

cellDetails[i - 1][j - 1].parent\_j = j;

}

}

}

if (isValid(i + 1, j + 1) == true) {

if (isDestination(i + 1, j + 1, dest) == true) {

cellDetails[i + 1][j + 1].parent\_i = i;

cellDetails[i + 1][j + 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i + 1][j + 1] == false

&& isUnBlocked(grid, i + 1, j + 1)

== true) {

gNew = cellDetails[i][j].g + 1.414;

hNew = calculateHValue(i + 1, j + 1, dest);

fNew = gNew + hNew;

if (cellDetails[i + 1][j + 1].f == FLT\_MAX

|| cellDetails[i + 1][j + 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i + 1, j + 1)));

cellDetails[i + 1][j + 1].f = fNew;

cellDetails[i + 1][j + 1].g = gNew;

cellDetails[i + 1][j + 1].h = hNew;

cellDetails[i + 1][j + 1].parent\_i = i;

cellDetails[i + 1][j + 1].parent\_j = j;

}

}

}

if (isValid(i + 1, j - 1) == true) {

if (isDestination(i + 1, j - 1, dest) == true) {

cellDetails[i + 1][j - 1].parent\_i = i;

cellDetails[i + 1][j - 1].parent\_j = j;

printf("The destination cell is found\n");

tracePath(cellDetails, dest);

foundDest = true;

return;

}

else if (closedList[i + 1][j - 1] == false

&& isUnBlocked(grid, i + 1, j - 1)

== true) {

gNew = cellDetails[i][j].g + 1.414;

hNew = calculateHValue(i + 1, j - 1, dest);

fNew = gNew + hNew;

if (cellDetails[i + 1][j - 1].f == FLT\_MAX

|| cellDetails[i + 1][j - 1].f > fNew) {

openList.insert(make\_pair(

fNew, make\_pair(i + 1, j - 1)));

cellDetails[i + 1][j - 1].f = fNew;

cellDetails[i + 1][j - 1].g = gNew;

cellDetails[i + 1][j - 1].h = hNew;

cellDetails[i + 1][j - 1].parent\_i = i;

cellDetails[i + 1][j - 1].parent\_j = j;

}

}

}

}

if (foundDest == false)

printf("Failed to find the Destination Cell\n");

return;

}

int main()

{

int grid[ROW][COL]

= { { 1, 0, 1, 1, 1, 1, 0, 1, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 0, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 0, 1, 0, 1 },

{ 0, 0, 1, 0, 1, 0, 0, 0, 0, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 0, 1, 0 },

{ 1, 0, 1, 1, 1, 1, 0, 1, 0, 0 },

{ 1, 0, 0, 0, 0, 1, 0, 0, 0, 1 },

{ 1, 0, 1, 1, 1, 1, 0, 1, 1, 1 },

{ 1, 1, 1, 0, 0, 0, 1, 0, 0, 1 } };

Pair src = make\_pair(8, 0);

Pair dest = make\_pair(0, 0);

aStarSearch(grid, src, dest);

return (0);

}

# *OUTPUT :*
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